Rmarkdown Lab 1

## R Markdown

# Load the packages —-

#install.packages("pacman")  
pacman::p\_load(pacman, dplyr, GGally, ggplot2, ggthemes, data.table, reshape2, recommenderlab, arules, arulesViz,  
 ggvis, httr, lubridate, plotly, rio, rmarkdown, shiny,   
 stringr, tidyr)  
  
if(! "arules" %in% installed.packages()) install.packages("arules", depend = TRUE)  
library(arules)  
  
if(! "arulesViz" %in% installed.packages()) install.packages("arulesViz", depend = TRUE)  
library(arulesViz)  
  
if(! "recommenderlab" %in% installed.packages()) install.packages("recommenderlab", depend = TRUE)  
library("recommenderlab")  
  
if(! "reshape2" %in% installed.packages()) install.packages("reshape2", depend = TRUE)  
library("reshape2")  
  
if(! "data.table" %in% installed.packages()) install.packages("data.table", depend = TRUE)  
library(data.table)  
library(rmarkdown)

# Load the datasets from CSV file —-

movies\_d<-read.csv("movies.csv",header=TRUE)  
ratings\_d<-read.csv("ratings.csv",header=TRUE)

# check the structure of csv files —-

str(movies\_d)

## 'data.frame': 9742 obs. of 3 variables:  
## $ movieId: int 1 2 3 4 5 6 7 8 9 10 ...  
## $ title : chr "Toy Story (1995)" "Jumanji (1995)" "Grumpier Old Men (1995)" "Waiting to Exhale (1995)" ...  
## $ genres : chr "Adventure|Animation|Children|Comedy|Fantasy" "Adventure|Children|Fantasy" "Comedy|Romance" "Comedy|Drama|Romance" ...

str(ratings\_d)

## 'data.frame': 100836 obs. of 4 variables:  
## $ userId : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ movieId : int 1 3 6 47 50 70 101 110 151 157 ...  
## $ rating : num 4 4 4 5 5 3 5 4 5 5 ...  
## $ timestamp: int 964982703 964981247 964982224 964983815 964982931 964982400 964980868 964982176 964984041 964984100 ...

# Check the data sets dimension and summary of statistic —-

dim(movies\_d)

## [1] 9742 3

summary(movies\_d)

## movieId title genres   
## Min. : 1 Length:9742 Length:9742   
## 1st Qu.: 3248 Class :character Class :character   
## Median : 7300 Mode :character Mode :character   
## Mean : 42200   
## 3rd Qu.: 76232   
## Max. :193609

dim(ratings\_d)

## [1] 100836 4

summary(ratings\_d)

## userId movieId rating timestamp   
## Min. : 1.0 Min. : 1 Min. :0.500 Min. :8.281e+08   
## 1st Qu.:177.0 1st Qu.: 1199 1st Qu.:3.000 1st Qu.:1.019e+09   
## Median :325.0 Median : 2991 Median :3.500 Median :1.186e+09   
## Mean :326.1 Mean : 19435 Mean :3.502 Mean :1.206e+09   
## 3rd Qu.:477.0 3rd Qu.: 8122 3rd Qu.:4.000 3rd Qu.:1.436e+09   
## Max. :610.0 Max. :193609 Max. :5.000 Max. :1.538e+09

# check first 10 rows of data sets —-

head(movies\_d, 10)

## movieId title  
## 1 1 Toy Story (1995)  
## 2 2 Jumanji (1995)  
## 3 3 Grumpier Old Men (1995)  
## 4 4 Waiting to Exhale (1995)  
## 5 5 Father of the Bride Part II (1995)  
## 6 6 Heat (1995)  
## 7 7 Sabrina (1995)  
## 8 8 Tom and Huck (1995)  
## 9 9 Sudden Death (1995)  
## 10 10 GoldenEye (1995)  
## genres  
## 1 Adventure|Animation|Children|Comedy|Fantasy  
## 2 Adventure|Children|Fantasy  
## 3 Comedy|Romance  
## 4 Comedy|Drama|Romance  
## 5 Comedy  
## 6 Action|Crime|Thriller  
## 7 Comedy|Romance  
## 8 Adventure|Children  
## 9 Action  
## 10 Action|Adventure|Thriller

head(ratings\_d, 10)

## userId movieId rating timestamp  
## 1 1 1 4 964982703  
## 2 1 3 4 964981247  
## 3 1 6 4 964982224  
## 4 1 47 5 964983815  
## 5 1 50 5 964982931  
## 6 1 70 3 964982400  
## 7 1 101 5 964980868  
## 8 1 110 4 964982176  
## 9 1 151 5 964984041  
## 10 1 157 5 964984100

# check the behavior pattern of userid, moveid and ratings —-

hist(ratings\_d$userId) # check the high-level pattern of userid
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ratings\_histogram\_UID <- ratings\_d %>%  
 mutate(userId = factor(userId)) %>%  
 group\_by(userId) %>% # group by userId  
 summarize(mean\_MovieId = round(mean(movieId), 2)) %>%  
 arrange(desc(mean\_MovieId))

## `summarise()` ungrouping output (override with `.groups` argument)

ratings\_histogram\_UID # check values

## # A tibble: 610 x 2  
## userId mean\_MovieId  
## <fct> <dbl>  
## 1 184 123329.  
## 2 338 95710.  
## 3 306 93239.  
## 4 252 91263.  
## 5 154 89048.  
## 6 567 84713.  
## 7 550 83108.  
## 8 248 79146.  
## 9 515 77186.  
## 10 125 76717.  
## # ... with 600 more rows

ggplot(ratings\_histogram\_UID[1:10,], aes(x = userId, y = mean\_MovieId)) +  
 geom\_bar(stat = "identity") # visualization
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hist(ratings\_d$rating) # check the high-level pattern of user ratings
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ratings\_histogram\_Rat <- ratings\_d %>%  
 mutate(rating = factor(rating)) %>%  
 group\_by(rating) %>% # group by rating  
 summarize(mean\_UserId = round(mean(userId), 2)) %>%  
 arrange(desc(mean\_UserId))

## `summarise()` ungrouping output (override with `.groups` argument)

ratings\_histogram\_Rat # check the values

## # A tibble: 10 x 2  
## rating mean\_UserId  
## <fct> <dbl>  
## 1 1.5 377.  
## 2 2.5 364.  
## 3 3.5 337.  
## 4 0.5 335.  
## 5 1 330.  
## 6 3 327.  
## 7 2 325.  
## 8 4 320.  
## 9 4.5 315.  
## 10 5 309.

ggplot(ratings\_histogram\_Rat, aes(x = rating, y = mean\_UserId)) +  
 geom\_bar(stat = "identity") # visualization
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hist(ratings\_d$movieId) # check the high-level pattern of movieId
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hist(ratings\_d$movieId[1:200]) # checking 1-200 movies id
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ratings\_histogram\_MID <- ratings\_d %>%  
 mutate(rating = factor(rating)) %>%  
 group\_by(rating) %>% # group by rating  
 summarize(mean\_movieId = round(mean(movieId), 2)) %>%  
 arrange(desc(mean\_movieId))

## `summarise()` ungrouping output (override with `.groups` argument)

ratings\_histogram\_MID # check values

## # A tibble: 10 x 2  
## rating mean\_movieId  
## <fct> <dbl>  
## 1 1.5 30537.  
## 2 0.5 28268.  
## 3 4.5 27505.  
## 4 3.5 26388.  
## 5 2.5 25687.  
## 6 4 17858.  
## 7 5 15639.  
## 8 2 15497.  
## 9 3 14853.  
## 10 1 14820.

ggplot(ratings\_histogram\_MID[1:50,], aes(x = rating, y = mean\_movieId)) +  
 geom\_bar(stat = "identity") # visualization

## Warning: The `i` argument of ``[.tbl\_df`()` must lie in [0, rows] if positive, as of tibble 3.0.0.  
## Use `NA` as row index to obtain a row full of `NA` values.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_warnings()` to see where this warning was generated.

## Warning: Removed 40 rows containing missing values (position\_stack).

![](data:image/png;base64,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)

# group by genres to find missing genres —-

movies\_GenresGroup <- movies\_d %>%  
 group\_by(genres) %>% # group by genres  
 summarise(unique\_genres = n\_distinct(genres)) %>% # count by genres  
 arrange(desc(unique\_genres)) # arrange by genres

## `summarise()` ungrouping output (override with `.groups` argument)

head(movies\_GenresGroup) # check few top rows of dataset

## # A tibble: 6 x 2  
## genres unique\_genres  
## <chr> <int>  
## 1 (no genres listed) 1  
## 2 Action 1  
## 3 Action|Adventure 1  
## 4 Action|Adventure|Animation 1  
## 5 Action|Adventure|Animation|Children 1  
## 6 Action|Adventure|Animation|Children|Comedy 1

tail(movies\_GenresGroup) # check few bottom rows of dataset

## # A tibble: 6 x 2  
## genres unique\_genres  
## <chr> <int>  
## 1 Sci-Fi|IMAX 1  
## 2 Sci-Fi|Thriller 1  
## 3 Sci-Fi|Thriller|IMAX 1  
## 4 Thriller 1  
## 5 War 1  
## 6 Western 1

# remove missing genres from the movies datasets —-

movies\_d <- movies\_d %>% filter(genres != "(no genres listed)")  
dim(movies\_d) # check the row dimension

## [1] 9708 3

# check NA’s in moves datasets of specific field —-

na\_movies <- movies\_d %>%  
 filter(is.na(movieId)|is.na(title)|is.na(genres) | genres == "NA" )  
na\_movies # check the row - movies\_d <- na.omit(movies\_d) # becuase no NA's thats why we do not use this line

## [1] movieId title genres   
## <0 rows> (or 0-length row.names)

# Prepare specific list of genres (one-hot encoding) —-

genresList <- as.data.frame(movies\_d$genres, stringsAsFactors=FALSE)  
genresListColumn <- as.data.frame(tstrsplit(genresList[,1], '[|]',   
 type.convert=TRUE),   
 stringsAsFactors=FALSE)  
  
dim(genresListColumn) # check dimension of column

## [1] 9708 10

colnames(genresListColumn)

## [1] "c..Adventure....Adventure....Comedy....Comedy....Comedy....Action..."   
## [2] "c..Animation....Children....Romance....Drama...NA...Crime....Romance..."  
## [3] "c..Children....Fantasy...NA...Romance...NA...Thriller...NA..NA.."   
## [4] "c..Comedy...NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA.."   
## [5] "c..Fantasy...NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA.."   
## [6] "c.NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA.."   
## [7] "c.NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA...1"   
## [8] "c.NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA...2"   
## [9] "c.NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA...3"   
## [10] "c.NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA..NA...4"

colnames(genresListColumn) <- c(1:10) # based on no of dim values, assign values 1 to 10  
colnames(genresListColumn)

## [1] "1" "2" "3" "4" "5" "6" "7" "8" "9" "10"

unique(genresListColumn[,1]) # get the unique list of genres

## [1] "Adventure" "Comedy" "Action" "Drama" "Crime"   
## [6] "Children" "Mystery" "Animation" "Documentary" "Thriller"   
## [11] "Horror" "Fantasy" "Western" "Film-Noir" "Romance"   
## [16] "Sci-Fi" "Musical" "War"

length(unique(genresListColumn[,1])) # give the no of genres

## [1] 18

genre\_Picklist <- c("Adventure", "Animation", "Children", "Comedy", "Fantasy", "Romance",  
 "Drama", "Thriller", "Action","Crime","Documentary",  
 "Film-Noir", "Horror", "Musical", "Mystery",  
 "Sci-Fi", "War", "Western") # total 18 genres  
genre\_Picklist # check list

## [1] "Adventure" "Animation" "Children" "Comedy" "Fantasy"   
## [6] "Romance" "Drama" "Thriller" "Action" "Crime"   
## [11] "Documentary" "Film-Noir" "Horror" "Musical" "Mystery"   
## [16] "Sci-Fi" "War" "Western"

# prepare genre list of matrix —-

matrix\_genre <- matrix(0,9709,18) # create empty matrix, 9708+1=no of movies+1 for calculation column, 18=no of genres  
matrix\_genre[1:10,] # check empty matrix

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] [,10] [,11] [,12] [,13]  
## [1,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [3,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [4,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [5,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [6,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [7,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [8,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [9,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [10,] 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [,14] [,15] [,16] [,17] [,18]  
## [1,] 0 0 0 0 0  
## [2,] 0 0 0 0 0  
## [3,] 0 0 0 0 0  
## [4,] 0 0 0 0 0  
## [5,] 0 0 0 0 0  
## [6,] 0 0 0 0 0  
## [7,] 0 0 0 0 0  
## [8,] 0 0 0 0 0  
## [9,] 0 0 0 0 0  
## [10,] 0 0 0 0 0

matrix\_genre[1,] <- genre\_Picklist # set first row to genre list  
matrix\_genre [1:10,] # check first of genre list

## [,1] [,2] [,3] [,4] [,5] [,6] [,7]   
## [1,] "Adventure" "Animation" "Children" "Comedy" "Fantasy" "Romance" "Drama"  
## [2,] "0" "0" "0" "0" "0" "0" "0"   
## [3,] "0" "0" "0" "0" "0" "0" "0"   
## [4,] "0" "0" "0" "0" "0" "0" "0"   
## [5,] "0" "0" "0" "0" "0" "0" "0"   
## [6,] "0" "0" "0" "0" "0" "0" "0"   
## [7,] "0" "0" "0" "0" "0" "0" "0"   
## [8,] "0" "0" "0" "0" "0" "0" "0"   
## [9,] "0" "0" "0" "0" "0" "0" "0"   
## [10,] "0" "0" "0" "0" "0" "0" "0"   
## [,8] [,9] [,10] [,11] [,12] [,13] [,14]   
## [1,] "Thriller" "Action" "Crime" "Documentary" "Film-Noir" "Horror" "Musical"  
## [2,] "0" "0" "0" "0" "0" "0" "0"   
## [3,] "0" "0" "0" "0" "0" "0" "0"   
## [4,] "0" "0" "0" "0" "0" "0" "0"   
## [5,] "0" "0" "0" "0" "0" "0" "0"   
## [6,] "0" "0" "0" "0" "0" "0" "0"   
## [7,] "0" "0" "0" "0" "0" "0" "0"   
## [8,] "0" "0" "0" "0" "0" "0" "0"   
## [9,] "0" "0" "0" "0" "0" "0" "0"   
## [10,] "0" "0" "0" "0" "0" "0" "0"   
## [,15] [,16] [,17] [,18]   
## [1,] "Mystery" "Sci-Fi" "War" "Western"  
## [2,] "0" "0" "0" "0"   
## [3,] "0" "0" "0" "0"   
## [4,] "0" "0" "0" "0"   
## [5,] "0" "0" "0" "0"   
## [6,] "0" "0" "0" "0"   
## [7,] "0" "0" "0" "0"   
## [8,] "0" "0" "0" "0"   
## [9,] "0" "0" "0" "0"   
## [10,] "0" "0" "0" "0"

colnames(matrix\_genre) <- genre\_Picklist # set column names to genre list  
matrix\_genre[1:10,]# check column name

## Adventure Animation Children Comedy Fantasy Romance Drama   
## [1,] "Adventure" "Animation" "Children" "Comedy" "Fantasy" "Romance" "Drama"  
## [2,] "0" "0" "0" "0" "0" "0" "0"   
## [3,] "0" "0" "0" "0" "0" "0" "0"   
## [4,] "0" "0" "0" "0" "0" "0" "0"   
## [5,] "0" "0" "0" "0" "0" "0" "0"   
## [6,] "0" "0" "0" "0" "0" "0" "0"   
## [7,] "0" "0" "0" "0" "0" "0" "0"   
## [8,] "0" "0" "0" "0" "0" "0" "0"   
## [9,] "0" "0" "0" "0" "0" "0" "0"   
## [10,] "0" "0" "0" "0" "0" "0" "0"   
## Thriller Action Crime Documentary Film-Noir Horror Musical   
## [1,] "Thriller" "Action" "Crime" "Documentary" "Film-Noir" "Horror" "Musical"  
## [2,] "0" "0" "0" "0" "0" "0" "0"   
## [3,] "0" "0" "0" "0" "0" "0" "0"   
## [4,] "0" "0" "0" "0" "0" "0" "0"   
## [5,] "0" "0" "0" "0" "0" "0" "0"   
## [6,] "0" "0" "0" "0" "0" "0" "0"   
## [7,] "0" "0" "0" "0" "0" "0" "0"   
## [8,] "0" "0" "0" "0" "0" "0" "0"   
## [9,] "0" "0" "0" "0" "0" "0" "0"   
## [10,] "0" "0" "0" "0" "0" "0" "0"   
## Mystery Sci-Fi War Western   
## [1,] "Mystery" "Sci-Fi" "War" "Western"  
## [2,] "0" "0" "0" "0"   
## [3,] "0" "0" "0" "0"   
## [4,] "0" "0" "0" "0"   
## [5,] "0" "0" "0" "0"   
## [6,] "0" "0" "0" "0"   
## [7,] "0" "0" "0" "0"   
## [8,] "0" "0" "0" "0"   
## [9,] "0" "0" "0" "0"   
## [10,] "0" "0" "0" "0"

nrow(genresListColumn) # no of rows in genre list

## [1] 9708

ncol(genresListColumn) # no of column in genre list

## [1] 10

# updating empty matrix with generesListColumn values —-

for (i in 1:nrow(genresListColumn)) {  
 for (c in 1:ncol(genresListColumn)) {  
 dummy\_col = which(matrix\_genre[1,] == genresListColumn[i,c])  
 matrix\_genre[i+1,dummy\_col] <- 1  
 }  
}  
  
matrix\_genre [1:10,]# check the assigned values in matrix with values of genresListColumn.

## Adventure Animation Children Comedy Fantasy Romance Drama   
## [1,] "Adventure" "Animation" "Children" "Comedy" "Fantasy" "Romance" "Drama"  
## [2,] "1" "1" "1" "1" "1" "0" "0"   
## [3,] "1" "0" "1" "0" "1" "0" "0"   
## [4,] "0" "0" "0" "1" "0" "1" "0"   
## [5,] "0" "0" "0" "1" "0" "1" "1"   
## [6,] "0" "0" "0" "1" "0" "0" "0"   
## [7,] "0" "0" "0" "0" "0" "0" "0"   
## [8,] "0" "0" "0" "1" "0" "1" "0"   
## [9,] "1" "0" "1" "0" "0" "0" "0"   
## [10,] "0" "0" "0" "0" "0" "0" "0"   
## Thriller Action Crime Documentary Film-Noir Horror Musical   
## [1,] "Thriller" "Action" "Crime" "Documentary" "Film-Noir" "Horror" "Musical"  
## [2,] "0" "0" "0" "0" "0" "0" "0"   
## [3,] "0" "0" "0" "0" "0" "0" "0"   
## [4,] "0" "0" "0" "0" "0" "0" "0"   
## [5,] "0" "0" "0" "0" "0" "0" "0"   
## [6,] "0" "0" "0" "0" "0" "0" "0"   
## [7,] "1" "1" "1" "0" "0" "0" "0"   
## [8,] "0" "0" "0" "0" "0" "0" "0"   
## [9,] "0" "0" "0" "0" "0" "0" "0"   
## [10,] "0" "1" "0" "0" "0" "0" "0"   
## Mystery Sci-Fi War Western   
## [1,] "Mystery" "Sci-Fi" "War" "Western"  
## [2,] "0" "0" "0" "0"   
## [3,] "0" "0" "0" "0"   
## [4,] "0" "0" "0" "0"   
## [5,] "0" "0" "0" "0"   
## [6,] "0" "0" "0" "0"   
## [7,] "0" "0" "0" "0"   
## [8,] "0" "0" "0" "0"   
## [9,] "0" "0" "0" "0"   
## [10,] "0" "0" "0" "0"

summary(matrix\_genre) # check rows

## Adventure Animation Children Comedy   
## Length:9709 Length:9709 Length:9709 Length:9709   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
## Fantasy Romance Drama Thriller   
## Length:9709 Length:9709 Length:9709 Length:9709   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
## Action Crime Documentary Film-Noir   
## Length:9709 Length:9709 Length:9709 Length:9709   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
## Horror Musical Mystery Sci-Fi   
## Length:9709 Length:9709 Length:9709 Length:9709   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
## War Western   
## Length:9709 Length:9709   
## Class :character Class :character   
## Mode :character Mode :character

# convert into dataframe

matrix\_genre\_Removerow <- as.data.frame(matrix\_genre[-1,], stringsAsFactors=FALSE) # we removed first row as we generated earlier for calculation purpose  
summary(matrix\_genre\_Removerow) # check rows back to normal rows

## Adventure Animation Children Comedy   
## Length:9708 Length:9708 Length:9708 Length:9708   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
## Fantasy Romance Drama Thriller   
## Length:9708 Length:9708 Length:9708 Length:9708   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
## Action Crime Documentary Film-Noir   
## Length:9708 Length:9708 Length:9708 Length:9708   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
## Horror Musical Mystery Sci-Fi   
## Length:9708 Length:9708 Length:9708 Length:9708   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
## War Western   
## Length:9708 Length:9708   
## Class :character Class :character   
## Mode :character Mode :character

nrow(matrix\_genre\_Removerow) # no of rows

## [1] 9708

ncol(matrix\_genre\_Removerow) # no of columns

## [1] 18

# convert matrix characters [“1” or “0”] to integers values [ 1 or 0] —-

for (c in 1:ncol(matrix\_genre\_Removerow)) {  
 matrix\_genre\_Removerow[,c] <- as.integer(matrix\_genre\_Removerow[,c])  
}   
  
summary(matrix\_genre\_Removerow) # check integer values in each column

## Adventure Animation Children Comedy   
## Min. :0.0000 Min. :0.00000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.:0.00000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :0.0000 Median :0.00000 Median :0.0000 Median :0.0000   
## Mean :0.1301 Mean :0.06294 Mean :0.0684 Mean :0.3869   
## 3rd Qu.:0.0000 3rd Qu.:0.00000 3rd Qu.:0.0000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.00000 Max. :1.0000 Max. :1.0000   
## Fantasy Romance Drama Thriller   
## Min. :0.00000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.00000 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :0.00000 Median :0.0000 Median :0.0000 Median :0.0000   
## Mean :0.08024 Mean :0.1644 Mean :0.4492 Mean :0.1951   
## 3rd Qu.:0.00000 3rd Qu.:0.0000 3rd Qu.:1.0000 3rd Qu.:0.0000   
## Max. :1.00000 Max. :1.0000 Max. :1.0000 Max. :1.0000   
## Action Crime Documentary Film-Noir   
## Min. :0.0000 Min. :0.0000 Min. :0.00000 Min. :0.000000   
## 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.00000 1st Qu.:0.000000   
## Median :0.0000 Median :0.0000 Median :0.00000 Median :0.000000   
## Mean :0.1883 Mean :0.1235 Mean :0.04532 Mean :0.008962   
## 3rd Qu.:0.0000 3rd Qu.:0.0000 3rd Qu.:0.00000 3rd Qu.:0.000000   
## Max. :1.0000 Max. :1.0000 Max. :1.00000 Max. :1.000000   
## Horror Musical Mystery Sci-Fi   
## Min. :0.0000 Min. :0.0000 Min. :0.00000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.00000 1st Qu.:0.0000   
## Median :0.0000 Median :0.0000 Median :0.00000 Median :0.0000   
## Mean :0.1007 Mean :0.0344 Mean :0.05902 Mean :0.1009   
## 3rd Qu.:0.0000 3rd Qu.:0.0000 3rd Qu.:0.00000 3rd Qu.:0.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.00000 Max. :1.0000   
## War Western   
## Min. :0.00000 Min. :0.0000   
## 1st Qu.:0.00000 1st Qu.:0.0000   
## Median :0.00000 Median :0.0000   
## Mean :0.03935 Mean :0.0172   
## 3rd Qu.:0.00000 3rd Qu.:0.0000   
## Max. :1.00000 Max. :1.0000

matrix\_genre\_Removerow[1:10,] # check the matrix

## Adventure Animation Children Comedy Fantasy Romance Drama Thriller Action  
## 1 1 1 1 1 1 0 0 0 0  
## 2 1 0 1 0 1 0 0 0 0  
## 3 0 0 0 1 0 1 0 0 0  
## 4 0 0 0 1 0 1 1 0 0  
## 5 0 0 0 1 0 0 0 0 0  
## 6 0 0 0 0 0 0 0 1 1  
## 7 0 0 0 1 0 1 0 0 0  
## 8 1 0 1 0 0 0 0 0 0  
## 9 0 0 0 0 0 0 0 0 1  
## 10 1 0 0 0 0 0 0 1 1  
## Crime Documentary Film-Noir Horror Musical Mystery Sci-Fi War Western  
## 1 0 0 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 0 0 0  
## 6 1 0 0 0 0 0 0 0 0  
## 7 0 0 0 0 0 0 0 0 0  
## 8 0 0 0 0 0 0 0 0 0  
## 9 0 0 0 0 0 0 0 0 0  
## 10 0 0 0 0 0 0 0 0 0

movies\_df <- cbind(as.data.frame(movies\_d), matrix\_genre\_Removerow) # combine both data (movie and matrix table)  
head(movies\_df)

## movieId title  
## 1 1 Toy Story (1995)  
## 2 2 Jumanji (1995)  
## 3 3 Grumpier Old Men (1995)  
## 4 4 Waiting to Exhale (1995)  
## 5 5 Father of the Bride Part II (1995)  
## 6 6 Heat (1995)  
## genres Adventure Animation Children  
## 1 Adventure|Animation|Children|Comedy|Fantasy 1 1 1  
## 2 Adventure|Children|Fantasy 1 0 1  
## 3 Comedy|Romance 0 0 0  
## 4 Comedy|Drama|Romance 0 0 0  
## 5 Comedy 0 0 0  
## 6 Action|Crime|Thriller 0 0 0  
## Comedy Fantasy Romance Drama Thriller Action Crime Documentary Film-Noir  
## 1 1 1 0 0 0 0 0 0 0  
## 2 0 1 0 0 0 0 0 0 0  
## 3 1 0 1 0 0 0 0 0 0  
## 4 1 0 1 1 0 0 0 0 0  
## 5 1 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 1 1 1 0 0  
## Horror Musical Mystery Sci-Fi War Western  
## 1 0 0 0 0 0 0  
## 2 0 0 0 0 0 0  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 0 0 0 0 0 0  
## 6 0 0 0 0 0 0

# remove genres column from movie datasets —-

movies\_df <- movies\_df[,-3]   
head(movies\_df) # check the rows

## movieId title Adventure Animation Children  
## 1 1 Toy Story (1995) 1 1 1  
## 2 2 Jumanji (1995) 1 0 1  
## 3 3 Grumpier Old Men (1995) 0 0 0  
## 4 4 Waiting to Exhale (1995) 0 0 0  
## 5 5 Father of the Bride Part II (1995) 0 0 0  
## 6 6 Heat (1995) 0 0 0  
## Comedy Fantasy Romance Drama Thriller Action Crime Documentary Film-Noir  
## 1 1 1 0 0 0 0 0 0 0  
## 2 0 1 0 0 0 0 0 0 0  
## 3 1 0 1 0 0 0 0 0 0  
## 4 1 0 1 1 0 0 0 0 0  
## 5 1 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 1 1 1 0 0  
## Horror Musical Mystery Sci-Fi War Western  
## 1 0 0 0 0 0 0  
## 2 0 0 0 0 0 0  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 0 0 0 0 0 0  
## 6 0 0 0 0 0 0

dim(movies\_df) # check dimension

## [1] 9708 20

# create year field in rating data as new features —-

head(movies\_df$title, 20) # check 20 rows of title

## [1] "Toy Story (1995)"   
## [2] "Jumanji (1995)"   
## [3] "Grumpier Old Men (1995)"   
## [4] "Waiting to Exhale (1995)"   
## [5] "Father of the Bride Part II (1995)"   
## [6] "Heat (1995)"   
## [7] "Sabrina (1995)"   
## [8] "Tom and Huck (1995)"   
## [9] "Sudden Death (1995)"   
## [10] "GoldenEye (1995)"   
## [11] "American President, The (1995)"   
## [12] "Dracula: Dead and Loving It (1995)"   
## [13] "Balto (1995)"   
## [14] "Nixon (1995)"   
## [15] "Cutthroat Island (1995)"   
## [16] "Casino (1995)"   
## [17] "Sense and Sensibility (1995)"   
## [18] "Four Rooms (1995)"   
## [19] "Ace Ventura: When Nature Calls (1995)"  
## [20] "Money Train (1995)"

dim(movies\_df) # check dimension

## [1] 9708 20

years=substr(movies\_df$title, nchar(movies\_df$title)-5+1, nchar(movies\_df$title)-1) # pick year from the text string  
year <- as.data.frame(years) # convert year field into dataframe  
movies\_dfc <- cbind(movies\_df, year) # combine both data (rating and year table)  
head(movies\_dfc,20) # check 20 rows

## movieId title Adventure Animation Children  
## 1 1 Toy Story (1995) 1 1 1  
## 2 2 Jumanji (1995) 1 0 1  
## 3 3 Grumpier Old Men (1995) 0 0 0  
## 4 4 Waiting to Exhale (1995) 0 0 0  
## 5 5 Father of the Bride Part II (1995) 0 0 0  
## 6 6 Heat (1995) 0 0 0  
## 7 7 Sabrina (1995) 0 0 0  
## 8 8 Tom and Huck (1995) 1 0 1  
## 9 9 Sudden Death (1995) 0 0 0  
## 10 10 GoldenEye (1995) 1 0 0  
## 11 11 American President, The (1995) 0 0 0  
## 12 12 Dracula: Dead and Loving It (1995) 0 0 0  
## 13 13 Balto (1995) 1 1 1  
## 14 14 Nixon (1995) 0 0 0  
## 15 15 Cutthroat Island (1995) 1 0 0  
## 16 16 Casino (1995) 0 0 0  
## 17 17 Sense and Sensibility (1995) 0 0 0  
## 18 18 Four Rooms (1995) 0 0 0  
## 19 19 Ace Ventura: When Nature Calls (1995) 0 0 0  
## 20 20 Money Train (1995) 0 0 0  
## Comedy Fantasy Romance Drama Thriller Action Crime Documentary Film-Noir  
## 1 1 1 0 0 0 0 0 0 0  
## 2 0 1 0 0 0 0 0 0 0  
## 3 1 0 1 0 0 0 0 0 0  
## 4 1 0 1 1 0 0 0 0 0  
## 5 1 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 1 1 1 0 0  
## 7 1 0 1 0 0 0 0 0 0  
## 8 0 0 0 0 0 0 0 0 0  
## 9 0 0 0 0 0 1 0 0 0  
## 10 0 0 0 0 1 1 0 0 0  
## 11 1 0 1 1 0 0 0 0 0  
## 12 1 0 0 0 0 0 0 0 0  
## 13 0 0 0 0 0 0 0 0 0  
## 14 0 0 0 1 0 0 0 0 0  
## 15 0 0 1 0 0 1 0 0 0  
## 16 0 0 0 1 0 0 1 0 0  
## 17 0 0 1 1 0 0 0 0 0  
## 18 1 0 0 0 0 0 0 0 0  
## 19 1 0 0 0 0 0 0 0 0  
## 20 1 0 0 1 1 1 1 0 0  
## Horror Musical Mystery Sci-Fi War Western years  
## 1 0 0 0 0 0 0 1995  
## 2 0 0 0 0 0 0 1995  
## 3 0 0 0 0 0 0 1995  
## 4 0 0 0 0 0 0 1995  
## 5 0 0 0 0 0 0 1995  
## 6 0 0 0 0 0 0 1995  
## 7 0 0 0 0 0 0 1995  
## 8 0 0 0 0 0 0 1995  
## 9 0 0 0 0 0 0 1995  
## 10 0 0 0 0 0 0 1995  
## 11 0 0 0 0 0 0 1995  
## 12 1 0 0 0 0 0 1995  
## 13 0 0 0 0 0 0 1995  
## 14 0 0 0 0 0 0 1995  
## 15 0 0 0 0 0 0 1995  
## 16 0 0 0 0 0 0 1995  
## 17 0 0 0 0 0 0 1995  
## 18 0 0 0 0 0 0 1995  
## 19 0 0 0 0 0 0 1995  
## 20 0 0 0 0 0 0 1995

dim(movies\_dfc) # check dimension

## [1] 9708 21

# searching 1 to 20 Crime movie by selecting year 2005 to find movie title —-

subset(movies\_dfc, Crime == 1 & years == 2005)$title[1:20]

## [1] "Elektra (2005)"   
## [2] "Assault on Precinct 13 (2005)"   
## [3] "Be Cool (2005)"   
## [4] "Hostage (2005)"   
## [5] "Miss Congeniality 2: Armed and Fabulous (2005)"   
## [6] "Sin City (2005)"   
## [7] "State Property 2 (2005)"   
## [8] "King's Ransom (2005)"   
## [9] "xXx: State of the Union (2005)"   
## [10] "Unleashed (Danny the Dog) (2005)"   
## [11] "Batman Begins (2005)"   
## [12] "Hustle & Flow (2005)"   
## [13] "Devil's Rejects, The (2005)"   
## [14] "Four Brothers (2005)"   
## [15] "Transporter 2 (2005)"   
## [16] "Lord of War (2005)"   
## [17] "Domino (2005)"   
## [18] "Man, The (2005)"   
## [19] "Exorcism of Emily Rose, The (2005)"   
## [20] "Green Street Hooligans (a.k.a. Hooligans) (2005)"

# searching 1 to 20 Horror movie by selecting year 1995 to find movie title —-

subset(movies\_dfc, Horror == 1 & years == 1995)$title[1:20]

## [1] "Dracula: Dead and Loving It (1995)"   
## [2] "Copycat (1995)"   
## [3] "Vampire in Brooklyn (1995)"   
## [4] "Addiction, The (1995)"   
## [5] "Lord of Illusions (1995)"   
## [6] "Prophecy, The (1995)"   
## [7] "Species (1995)"   
## [8] "Castle Freak (1995)"   
## [9] "Tales from the Crypt Presents: Demon Knight (1995)"   
## [10] "Tales from the Hood (1995)"   
## [11] "Village of the Damned (1995)"   
## [12] "In the Mouth of Madness (1995)"   
## [13] "Candyman: Farewell to the Flesh (1995)"   
## [14] "Halloween: The Curse of Michael Myers (Halloween 6: The Curse of Michael Myers) (1995)"  
## [15] "Carnosaur 2 (1995)"   
## [16] "Darkman II: Return of Durant, The (1995)"   
## [17] "Langoliers, The (1995)"   
## [18] "Leprechaun 3 (1995)"   
## [19] "Ice Cream Man (1995)"   
## [20] NA

# remove timestamp from rating dataset —-

head(ratings\_d) # check rows

## userId movieId rating timestamp  
## 1 1 1 4 964982703  
## 2 1 3 4 964981247  
## 3 1 6 4 964982224  
## 4 1 47 5 964983815  
## 5 1 50 5 964982931  
## 6 1 70 3 964982400

ratings\_d <- ratings\_d[,-4]  
head(ratings\_d) # check rows

## userId movieId rating  
## 1 1 1 4  
## 2 1 3 4  
## 3 1 6 4  
## 4 1 47 5  
## 5 1 50 5  
## 6 1 70 3

dim(ratings\_d) # check dimension

## [1] 100836 3

ratings\_df<-as.data.frame(ratings\_d) # convert data into data frame  
dim(ratings\_df) # check dimension of dataset

## [1] 100836 3

summary(ratings\_df) # check statistic

## userId movieId rating   
## Min. : 1.0 Min. : 1 Min. :0.500   
## 1st Qu.:177.0 1st Qu.: 1199 1st Qu.:3.000   
## Median :325.0 Median : 2991 Median :3.500   
## Mean :326.1 Mean : 19435 Mean :3.502   
## 3rd Qu.:477.0 3rd Qu.: 8122 3rd Qu.:4.000   
## Max. :610.0 Max. :193609 Max. :5.000

head(ratings\_df) # check few records

## userId movieId rating  
## 1 1 1 4  
## 2 1 3 4  
## 3 1 6 4  
## 4 1 47 5  
## 5 1 50 5  
## 6 1 70 3

length(unique(ratings\_df$movieId)) # unique movieId number

## [1] 9724

length(unique(ratings\_df$userId)) # unique userId number

## [1] 610

# check NA’s in ratings datasets of specific field —-

na\_rating <- ratings\_df %>%  
 filter(is.na(ratings\_df$movieId) |is.na(ratings\_df$rating)|is.na(ratings\_df$userId) )  
na\_rating # check the row - movies\_d <- na.omit(movies\_d) # becuase no NA's thats why we do not use this line

## [1] userId movieId rating   
## <0 rows> (or 0-length row.names)

# Find # of MovieId in both CSV files and then will be removed those movies in ratings\_d.CSV which are not rated —-

movies\_MovieIdCount <- length(unique(movies\_dfc$movieId))   
movies\_MovieIdCount # check the movieId count in movies\_d csv

## [1] 9708

ratings\_MovieIdCount <- length(unique(ratings\_df$movieId))  
ratings\_MovieIdCount # check the movieId count in ratings\_d csv

## [1] 9724

# Find not rated rows in movieId and then removed rows from matrix\_genre\_Removerow —-

which((ratings\_df$movieId %in% movies\_dfc$movieId) == FALSE) # check which movieId is not noted in matrix

## [1] 3625 7354 7409 9102 9142 9148 14029 16887 16914 16926 17781 17805  
## [13] 17838 17880 17882 19528 27247 30172 30472 36356 37496 44461 49826 49852  
## [25] 58078 64960 64965 70345 70433 81450 81467 81925 81930 83107 86574 88076  
## [37] 88112 88137 90222 92129 92155 95015 95035 95055 95079 95958 95962

length(which((ratings\_df$movieId %in% movies\_dfc$movieId) == FALSE)) # count of movieId not rated

## [1] 47

dim(ratings\_df) # check dimension

## [1] 100836 3

length(unique(ratings\_df$movieId)) # check lengh

## [1] 9724

ratings\_df\_removeRows <- ratings\_df[-which((ratings\_df$movieId %in% movies\_dfc$movieId) == FALSE),] # removed not rated movieId  
dim(ratings\_df\_removeRows) # check dimension after removing

## [1] 100789 3

length(unique(ratings\_df\_removeRows$movieId)) # check length after removing

## [1] 9690

rownames(ratings\_df\_removeRows) <- NULL  
head(ratings\_df\_removeRows) #check rows

## userId movieId rating  
## 1 1 1 4  
## 2 1 3 4  
## 3 1 6 4  
## 4 1 47 5  
## 5 1 50 5  
## 6 1 70 3

# store the final restult of movies\_dfc in new searchmovie\_matrix.csv file for our shiny app—-

write.csv(movies\_dfc, "searchmovie\_matrix.csv")

# store the final restult of ratings\_matrix in new ratings\_matrix.csv file for our shiny app—-

write.csv(ratings\_df\_removeRows, "searchratings\_matrix.csv")

# User-Based Collaborative Filtering Approach —-

# we are using the behavior of user's preference in our case "generes"  
# based on genere's items we recommends an items to similar users in the same  
# group for views  
  
# Create sparse matrix for recommendation. Rows = userId, Columns = movieId  
ratings\_matrix <- dcast(ratings\_df\_removeRows, userId~movieId, value.var = "rating", na.rm=FALSE) # movieId for x-axix and UserId for y-axix  
ratings\_matrix [1:10,1:10]# check 1-10 rows (userId) and columns (movieId)

## userId 1 2 3 4 5 6 7 8 9  
## 1 1 4.0 NA 4 NA NA 4 NA NA NA  
## 2 2 NA NA NA NA NA NA NA NA NA  
## 3 3 NA NA NA NA NA NA NA NA NA  
## 4 4 NA NA NA NA NA NA NA NA NA  
## 5 5 4.0 NA NA NA NA NA NA NA NA  
## 6 6 NA 4 5 3 5 4 4 3 NA  
## 7 7 4.5 NA NA NA NA NA NA NA NA  
## 8 8 NA 4 NA NA NA NA NA NA NA  
## 9 9 NA NA NA NA NA NA NA NA NA  
## 10 10 NA NA NA NA NA NA NA NA NA

dim(ratings\_matrix) # check dimension of matrix

## [1] 610 9691

ncol(ratings\_matrix) # check column number - actual movieId is 9724 so we need to remove first column userId

## [1] 9691

# convert dataframe into matrix

ratings\_matrix <- as.matrix(ratings\_matrix[,-1])# removing userid col as userId represent Rows and movieId represent Columns  
ratings\_matrix[1:10,1:10] # check rows

## 1 2 3 4 5 6 7 8 9 10  
## [1,] 4.0 NA 4 NA NA 4 NA NA NA NA  
## [2,] NA NA NA NA NA NA NA NA NA NA  
## [3,] NA NA NA NA NA NA NA NA NA NA  
## [4,] NA NA NA NA NA NA NA NA NA NA  
## [5,] 4.0 NA NA NA NA NA NA NA NA NA  
## [6,] NA 4 5 3 5 4 4 3 NA 3  
## [7,] 4.5 NA NA NA NA NA NA NA NA NA  
## [8,] NA 4 NA NA NA NA NA NA NA 2  
## [9,] NA NA NA NA NA NA NA NA NA NA  
## [10,] NA NA NA NA NA NA NA NA NA NA

dim(ratings\_matrix) # check dimension

## [1] 610 9690

# Convert rating matrix into a recommenderlab sparse matrix

ratings\_matrix <- as(ratings\_matrix, "realRatingMatrix")  
ratings\_matrix # check rating values

## 610 x 9690 rating matrix of class 'realRatingMatrix' with 100789 ratings.

# recommendation model parameters use for our algorithm

recommender\_model <- recommenderRegistry$get\_entries(dataType = "realRatingMatrix")  
names(recommender\_model)

## [1] "HYBRID\_realRatingMatrix" "ALS\_realRatingMatrix"   
## [3] "ALS\_implicit\_realRatingMatrix" "IBCF\_realRatingMatrix"   
## [5] "LIBMF\_realRatingMatrix" "POPULAR\_realRatingMatrix"   
## [7] "RANDOM\_realRatingMatrix" "RERECOMMEND\_realRatingMatrix"   
## [9] "SVD\_realRatingMatrix" "SVDF\_realRatingMatrix"   
## [11] "UBCF\_realRatingMatrix"

lapply(recommender\_model, "[[", "description")

## $HYBRID\_realRatingMatrix  
## [1] "Hybrid recommender that aggegates several recommendation strategies using weighted averages."  
##   
## $ALS\_realRatingMatrix  
## [1] "Recommender for explicit ratings based on latent factors, calculated by alternating least squares algorithm."  
##   
## $ALS\_implicit\_realRatingMatrix  
## [1] "Recommender for implicit data based on latent factors, calculated by alternating least squares algorithm."  
##   
## $IBCF\_realRatingMatrix  
## [1] "Recommender based on item-based collaborative filtering."  
##   
## $LIBMF\_realRatingMatrix  
## [1] "Matrix factorization with LIBMF via package recosystem (https://cran.r-project.org/web/packages/recosystem/vignettes/introduction.html)."  
##   
## $POPULAR\_realRatingMatrix  
## [1] "Recommender based on item popularity."  
##   
## $RANDOM\_realRatingMatrix  
## [1] "Produce random recommendations (real ratings)."  
##   
## $RERECOMMEND\_realRatingMatrix  
## [1] "Re-recommends highly rated items (real ratings)."  
##   
## $SVD\_realRatingMatrix  
## [1] "Recommender based on SVD approximation with column-mean imputation."  
##   
## $SVDF\_realRatingMatrix  
## [1] "Recommender based on Funk SVD with gradient descend (https://sifter.org/~simon/journal/20061211.html)."  
##   
## $UBCF\_realRatingMatrix  
## [1] "Recommender based on user-based collaborative filtering."

# look into Item-based and user-based parameter for model preparation

recommender\_model$IBCF\_realRatingMatrix$parameters

## $k  
## [1] 30  
##   
## $method  
## [1] "Cosine"  
##   
## $normalize  
## [1] "center"  
##   
## $normalize\_sim\_matrix  
## [1] FALSE  
##   
## $alpha  
## [1] 0.5  
##   
## $na\_as\_zero  
## [1] FALSE

recommender\_model$UBCF\_realRatingMatrix$parameters

## $method  
## [1] "cosine"  
##   
## $nn  
## [1] 25  
##   
## $sample  
## [1] FALSE  
##   
## $weighted  
## [1] TRUE  
##   
## $normalize  
## [1] "center"  
##   
## $min\_matching\_items  
## [1] 0  
##   
## $min\_predictive\_items  
## [1] 0

# check the similarity between users or betweeb items. any one method is applied in model *cosine, pearson* and *jaccard*.

similarity\_users <- similarity(ratings\_matrix[1:4, ], method = "cosine", which = "users") # check 1 to 4 userid similarity  
as.matrix(similarity\_users)

## 1 2 3 4  
## 1 0.0000000 1 0.7919033 0.9328096  
## 2 1.0000000 0 NA 1.0000000  
## 3 0.7919033 NA 0.0000000 1.0000000  
## 4 0.9328096 1 1.0000000 0.0000000

image(as.matrix(similarity\_users), main = "User to User similarity") # row and column represent to a user and each cell represent to the similarity, more red the cell = more similarity b/w users, diagonal is always red (each user itself comparing)

![](data:image/png;base64,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)

similarity\_items <- similarity(ratings\_matrix[, 1:4], method = "cosine", which = "items") # check 1 to 4 moviesid similarity  
as.matrix(similarity\_items)

## 1 2 3 4  
## 1 0.0000000 0.9644641 0.9715415 0.9838699  
## 2 0.9644641 0.0000000 0.9389013 0.9609877  
## 3 0.9715415 0.9389013 0.0000000 1.0000000  
## 4 0.9838699 0.9609877 1.0000000 0.0000000

image(as.matrix(similarity\_items), main = "Movies to Movies similarity")

![](data:image/png;base64,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)

# find the rating count in each head based on total rating view 5,931,640

ratings\_vector <- as.vector(ratings\_matrix@data) # data shows no of rating   
unique(ratings\_vector) # unique rating values

## [1] 4.0 0.0 4.5 2.5 3.5 3.0 5.0 0.5 2.0 1.5 1.0

ratingstable\_vector <- table(ratings\_vector) # put into table for each rating value count  
ratingstable\_vector # 0 rating values are so high 5,830,822 it represent missing values which will be removed from data sets

## ratings\_vector  
## 0 0.5 1 1.5 2 2.5 3 3.5 4 4.5   
## 5810111 1368 2809 1791 7549 5544 20041 13130 26810 8543   
## 5   
## 13204

qplot(ratings\_vector) +   
 ggtitle("Distribution of the ratings") # 0 rating values so high and now it removed from rating datasets

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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ratings\_vector <- ratings\_vector[ratings\_vector != 0] # rating == 0 are missing values in rating datasets and now removed  
ratings\_vector <- factor(ratings\_vector) # extract unique values of rating for graph  
  
qplot(ratings\_vector) +   
 ggtitle("Distribution of the ratings") # after removing 0 rating from graph. majority of rating values fall under > 3
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# find top movies views in rating datasets

count\_Permovie <- colCounts(ratings\_matrix) # no of movie view for each movie  
topmovies\_views <- data.frame(movies\_names = names(count\_Permovie),  
 moviesviews = count\_Permovie) # create movie view dataframe, assign movie view count as variable name  
head(topmovies\_views, 10) # check raw data

## movies\_names moviesviews  
## 1 1 215  
## 2 2 110  
## 3 3 52  
## 4 4 7  
## 5 5 49  
## 6 6 102  
## 7 7 54  
## 8 8 8  
## 9 9 16  
## 10 10 132

topmovies\_views <- topmovies\_views[order(topmovies\_views$moviesviews, decreasing = TRUE),] # sort Desc   
head(topmovies\_views,10) # check the sorting

## movies\_names moviesviews  
## 356 356 329  
## 318 318 317  
## 296 296 307  
## 593 593 279  
## 2571 2571 278  
## 260 260 251  
## 480 480 238  
## 110 110 237  
## 589 589 224  
## 527 527 220

topmovies\_views$title <- NA # create new variable called title and assigned NA  
head(topmovies\_views, 10) # check the rows

## movies\_names moviesviews title  
## 356 356 329 NA  
## 318 318 317 NA  
## 296 296 307 NA  
## 593 593 279 NA  
## 2571 2571 278 NA  
## 260 260 251 NA  
## 480 480 238 NA  
## 110 110 237 NA  
## 589 589 224 NA  
## 527 527 220 NA

dim(topmovies\_views) # check the dimension and rows

## [1] 9690 3

nrow(topmovies\_views) # no of rows

## [1] 9690

head(movies\_dfc) # few rows

## movieId title Adventure Animation Children  
## 1 1 Toy Story (1995) 1 1 1  
## 2 2 Jumanji (1995) 1 0 1  
## 3 3 Grumpier Old Men (1995) 0 0 0  
## 4 4 Waiting to Exhale (1995) 0 0 0  
## 5 5 Father of the Bride Part II (1995) 0 0 0  
## 6 6 Heat (1995) 0 0 0  
## Comedy Fantasy Romance Drama Thriller Action Crime Documentary Film-Noir  
## 1 1 1 0 0 0 0 0 0 0  
## 2 0 1 0 0 0 0 0 0 0  
## 3 1 0 1 0 0 0 0 0 0  
## 4 1 0 1 1 0 0 0 0 0  
## 5 1 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 1 1 1 0 0  
## Horror Musical Mystery Sci-Fi War Western years  
## 1 0 0 0 0 0 0 1995  
## 2 0 0 0 0 0 0 1995  
## 3 0 0 0 0 0 0 1995  
## 4 0 0 0 0 0 0 1995  
## 5 0 0 0 0 0 0 1995  
## 6 0 0 0 0 0 0 1995

for (r in 1:nrow(topmovies\_views)){  
 topmovies\_views[r,3] <- as.character(subset(movies\_dfc, movies\_dfc$movieId == topmovies\_views[r,1])$title)  
} # pick title from movies\_dfc and added into topmovies\_views  
topmovies\_views[1:6,] # check 1 to 6 rows

## movies\_names moviesviews title  
## 356 356 329 Forrest Gump (1994)  
## 318 318 317 Shawshank Redemption, The (1994)  
## 296 296 307 Pulp Fiction (1994)  
## 593 593 279 Silence of the Lambs, The (1991)  
## 2571 2571 278 Matrix, The (1999)  
## 260 260 251 Star Wars: Episode IV - A New Hope (1977)

ggplot(topmovies\_views[1:6, ], aes(x = title, y = moviesviews)) +  
 geom\_bar(stat="identity") +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +   
ggtitle("# of views - top movies")
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# Average and Relevant movie rating distribution

avg\_ratings <- colMeans(ratings\_matrix) # average movie column rating in rating matrix   
  
qplot(avg\_ratings) +   
 stat\_bin(binwidth = 0.1) +  
 ggtitle("Average movie rating distribution") # represent in graph, highest values fall btw 3 and 4 in average rating and 1, 2 and 5 have a fewest rating

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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avg\_ratings\_relevant <- avg\_ratings[count\_Permovie > 50] # set minimum criteria 50 view per movie out of 1302 views.  
  
qplot(avg\_ratings\_relevant) +   
 stat\_bin(binwidth = 0.1) +  
 ggtitle(paste("Average relevant movie rating distribution")) # represent in graph, people rated the movies b/w 3 and 4.5

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![](data:image/png;base64,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)

# create Heatmap graph for rating matrix —-

# row represent userId, column represent movieId and cell represent to ratings  
image(ratings\_matrix, main = "Rating Matrix - Heatmap") # difficult to read the rating dimensions
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image(ratings\_matrix[1:20, 1:25], main = "Rating Matrix - Heatmap 20 rows and 25 columns") # close look of 20 rows and 25 columns
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# Now I set the criteria to shorten rating data set because some user saw more movie and but not rated or some movie seen by many users but not rated and viceversa  
  
min\_nof\_movies <- quantile(rowCounts(ratings\_matrix), 0.98) # set the min values of movie per user and apply 0.98% probability out of 1 , row represent user   
min\_nof\_movies

## 98%   
## 976.64

min\_nof\_users <- quantile(colCounts(ratings\_matrix), 0.98) # set the min values of user per movie and apply 0.98% probability out of 1 , column represent movie  
min\_nof\_users

## 98%   
## 83.22

image(ratings\_matrix[rowCounts(ratings\_matrix) > min\_nof\_movies,  
 colCounts(ratings\_matrix) > min\_nof\_users],   
 main = "Heatmap - top users and movies based on 98% probability") # apply user and movies matching criteria, dark represent high-rated movies and user also giving high ratings
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# customize our rating matrix data set —-

# two steps 1) select more relevant data (user and movies) 2) Normalize the data  
# 1) select more relevant data (user and movies)  
# assume 60 (10% of total user 610) minimum number of users per rated movie and 65 (5% of total views 1302) minimum views number per movie  
movies\_ratings <- ratings\_matrix[rowCounts(ratings\_matrix) > 60,  
 colCounts(ratings\_matrix) > 65]  
movies\_ratings # compared to 610 user x 9724 movies with total ratings 100,818

## 334 x 283 rating matrix of class 'realRatingMatrix' with 26739 ratings.

# now select top 98% of users and movies in the next rating matrix   
Newmin\_nof\_movies <- quantile(rowCounts(movies\_ratings), 0.98) # set the min values of movie per user  
Newmin\_nof\_users <- quantile(colCounts(movies\_ratings), 0.98) # set the min values of user per movies  
  
image(movies\_ratings[rowCounts(movies\_ratings) > Newmin\_nof\_movies,  
 colCounts(movies\_ratings) > Newmin\_nof\_users],   
 main = "Heatmap - top users and movies (Revised) based on 98% probability") # present in graph

![](data:image/png;base64,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)

avg\_ratings\_per\_user <- rowMeans(movies\_ratings) # average row user rating in rating matrix  
  
qplot(avg\_ratings\_per\_user) + stat\_bin(binwidth = 0.1) +  
 ggtitle("Average Rating per user- Distribution") # average rating per user varies a lot

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# 2) Normalize the data

# To remove the bias factor in movies rating as user gave, I normalized data to ensure that overall average to mean is Zero.  
movies\_ratings\_normalized <- normalize(movies\_ratings)  
sum(rowMeans(movies\_ratings\_normalized) > 0.00001) # check to see sum of user average rating should be zero.

## [1] 0

image(movies\_ratings\_normalized[rowCounts(movies\_ratings\_normalized) > Newmin\_nof\_movies,   
 colCounts(movies\_ratings\_normalized) > Newmin\_nof\_users],  
 main = "Heatmap - top users and movies (Normalized") # present in graph for top user and movies, some cell shows red and blue color, however sum of average rating is ZERO
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# Developing Training / Testing data sets —-

# In our recommendation system, we used collaborative filtering approach  
# Basic concepts is user's collaborating to each other to recommend other items  
# key Algorithm points are 1) similarity rating between two items by similar users 2) Identify each item of K (neighbor) most similar items  
# 3) Identify each user of simialr items for each users  
# I used 80% as trining data and 20% used as testing data in rating matrix  
  
sampled\_moviesratings <- sample(x = c(TRUE, FALSE),   
 size = nrow(movies\_ratings),  
 replace = TRUE,   
 prob = c(0.8, 0.2)) # 80% training and 20% testing  
  
Train\_data <- movies\_ratings[sampled\_moviesratings, ] # create training set  
Train\_data # check the rows and columns

## 266 x 283 rating matrix of class 'realRatingMatrix' with 21440 ratings.

Test\_data <- movies\_ratings[!sampled\_moviesratings, ] # create testing set  
Test\_data # check the rows and columns

## 68 x 283 rating matrix of class 'realRatingMatrix' with 5299 ratings.

# Create recommendation model —–

# we used IBCF (item-based) model and UBCF (user-based) model as comparison  
# in IBCF model paremeter, K = 30 (already define, # of items to computer similarity ) and  
# method = Cosine(Default) as alternative "Pearson" will be used  
# recommender\_models <- recommenderRegistry$get\_entries(dataType ="realRatingMatrix") (already mentioned in earlier steps)  
# recommender\_models$IBCF\_realRatingMatrix$parameters (already mentioned in earlier steps)  
  
Model\_Recommendation\_IBCF <- Recommender(data = Train\_data, method = "IBCF",  
 parameter = list(method="Cosine", k = 30)) # IBCF recommendation model  
Model\_Recommendation\_IBCF # check recommendation information

## Recommender of type 'IBCF' for 'realRatingMatrix'   
## learned using 266 users.

class(Model\_Recommendation\_IBCF) # check class of recommendation model

## [1] "Recommender"  
## attr(,"package")  
## [1] "recommenderlab"

# exploring recommender model of IBCF —-

model\_info <- getModel(Model\_Recommendation\_IBCF)   
model\_info$description # model description

## [1] "IBCF: Reduced similarity matrix"

model\_info$k # k = 30

## [1] 30

class(model\_info$sim) # has similarity matrix content information

## [1] "dgCMatrix"  
## attr(,"package")  
## [1] "Matrix"

dim(model\_info$sim) # check the dimension of similarity matrix

## [1] 283 283

no\_items <- 20 # first 20 rows and first 20 columns  
image(model\_info$sim[1:no\_items, 1:no\_items],   
 main = "Heatmap - first 20 rows and 20 columns") # represent in graph, In first 20 items many values are ZERO however few items in respect of K (30) neighbour element
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# their values are > ZERO which means that matrix are not fully simmetric.  
  
row\_sums\_matrix <- rowSums(model\_info$sim > 0) # checking sum of rows in the similarity matrix above ZERO   
table(row\_sums\_matrix) # check in table

## row\_sums\_matrix  
## 30   
## 283

col\_sums\_matrix <- colSums(model\_info$sim > 0) # checking sum of columns in the similarity matrix above ZERO  
table(col\_sums\_matrix) # check in table

## col\_sums\_matrix  
## 2 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22   
## 1 2 5 3 3 4 7 6 8 9 7 7 8 7 8 9 12 4 5 6   
## 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 43   
## 6 8 9 7 8 6 9 4 2 2 5 2 6 7 4 3 6 6 4 1   
## 44 45 46 47 49 50 51 52 54 55 56 58 59 60 61 62 65 66 67 68   
## 2 2 2 4 1 4 2 1 3 1 3 2 2 3 3 1 2 1 1 1   
## 69 71 72 73 76 77 79 80 89 92 102 104   
## 1 2 1 1 3 1 1 1 1 2 1 1

qplot(col\_sums\_matrix) + stat\_bin(binwidth = 1) + ggtitle("Count Column - Distribution") # present in graph shows that few movies are similar to other items

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# check 1 to 6 most element movies  
targetCHK\_list <- order(col\_sums\_matrix, decreasing = TRUE)[1:6] # sort in desc   
targetCHK\_list # list movie id counts

## [1] 19 58 142 201 89 38

list\_Movies <- as.integer(rownames(model\_info$sim)[targetCHK\_list]) # assign list of movie's count and extract movid id   
list\_Movies # list movie id

## [1] 95 434 1544 3623 788 292

for (i in 1:6){  
list\_Movies[i] <- as.character(subset(movies\_dfc,movies\_dfc$movieId == list\_Movies[i])$title) # pick movie id title from movies\_dfc datasets  
}  
list\_Movies # print 1 to 6 top movie titles

## [1] "Broken Arrow (1996)"   
## [2] "Cliffhanger (1993)"   
## [3] "Lost World: Jurassic Park, The (1997)"  
## [4] "Mission: Impossible II (2000)"   
## [5] "Nutty Professor, The (1996)"   
## [6] "Outbreak (1995)"

# Applying recommender model IBCF —-

# let assume 10 number of movies recommend to each user based on 20 % of testing dataset  
# recommder model, first start extracting movies rating of each movies and then find similar movies   
# in the similarity matrix of movies for recommendation to users  
  
no\_recommendedMovies <- 10 # max 10 movies recommend to each user  
predicted\_model\_IBCF <- predict(object = Model\_Recommendation\_IBCF, newdata = Test\_data,   
 n = no\_recommendedMovies) # apply predication  
predicted\_model\_IBCF # check predication values

## Recommendations as 'topNList' with n = 10 for 68 users.

predicted\_model\_IBCF\_user\_1 <- predicted\_model\_IBCF@items[[1]] # extract 1-10 movies items from predication model for 1st user  
predicted\_model\_IBCF\_user\_1 # showing 1-10 movie items for user 1

## [1] 34 37 58 80 159 73 157 69 219 251

predicted\_model\_IBCF\_movie\_user\_1 <- predicted\_model\_IBCF@itemLabels[predicted\_model\_IBCF\_user\_1] # pick movie id based on 1-10 predication  
predicted\_model\_IBCF\_movie\_user\_1 # showing 1-10 movie items for user 1

## [1] "253" "288" "434" "595" "1968" "587" "1923" "539" "4886" "8636"

predicted\_model\_IBCF\_movie\_user\_2 <- predicted\_model\_IBCF\_movie\_user\_1   
for (i in 1:10){  
 predicted\_model\_IBCF\_movie\_user\_2[i] <- as.character(subset(movies\_dfc,   
 movies\_dfc$movieId == predicted\_model\_IBCF\_movie\_user\_1[i])$title)  
} # pick movie title from movie\_dfc data set for 10 movie items  
predicted\_model\_IBCF\_movie\_user\_2 # generate 1-10 movies list for user 2

## [1] "Interview with the Vampire: The Vampire Chronicles (1994)"  
## [2] "Natural Born Killers (1994)"   
## [3] "Cliffhanger (1993)"   
## [4] "Beauty and the Beast (1991)"   
## [5] "Breakfast Club, The (1985)"   
## [6] "Ghost (1990)"   
## [7] "There's Something About Mary (1998)"   
## [8] "Sleepless in Seattle (1993)"   
## [9] "Monsters, Inc. (2001)"   
## [10] "Spider-Man 2 (2004)"

Recommder\_matrix\_IBCF <- sapply(predicted\_model\_IBCF@items,   
 function(x){ as.integer(colnames(movies\_ratings)[x]) }) # create matrix with the recommendations for each user  
dim(Recommder\_matrix\_IBCF) # check dimension

## [1] 10 68

Recommder\_matrix\_IBCF[,1:4] # 1-4 user, column = user and row = movies items (1-10 movies)

## [,1] [,2] [,3] [,4]  
## [1,] 253 2797 1246 1265  
## [2,] 288 235 588 1073  
## [3,] 434 5816 594 339  
## [4,] 595 2291 266 2174  
## [5,] 1968 4896 3751 1288  
## [6,] 587 111 1259 1259  
## [7,] 1923 1278 380 35836  
## [8,] 539 1721 1968 2987  
## [9,] 4886 648 2081 6863  
## [10,] 8636 919 35836 3948

# Recommended movies based on distribution of 1-10 movies items

noof\_items <- factor(table(Recommder\_matrix\_IBCF))  
char\_title <- "IBCF - Distribution by items"  
qplot(noof\_items) + ggtitle(char\_title) # present in graph
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noof\_items\_sorted <- sort(noof\_items, decreasing = TRUE) # sorting in desc  
noof\_items\_4top <- head(noof\_items\_sorted, n = 4) # top 4 assigned in another variable  
table\_4top <- data.frame(as.integer(names(noof\_items\_4top)),  
 noof\_items\_4top) # convert into dataframe  
table\_4top # show top 4 values

## as.integer.names.noof\_items\_4top.. noof\_items\_4top  
## 919 919 10  
## 253 253 9  
## 440 440 8  
## 2542 2542 8

for (i in 1:4){  
 table\_4top[i,1] <- as.character(subset(movies\_dfc,   
 movies\_dfc$movieId == table\_4top[i,1])$title)  
} # pick movie title from movie\_dfc data set  
colnames(table\_4top) <- c("title", "# items") # assign colum names  
head(table\_4top) # check rows for 4 top list

## title # items  
## 919 Wizard of Oz, The (1939) 10  
## 253 Interview with the Vampire: The Vampire Chronicles (1994) 9  
## 440 Dave (1993) 8  
## 2542 Lock, Stock & Two Smoking Barrels (1998) 8

# User Based Collaborative Filtering system —-

# similar user identified and then item rated by similar user is recommended  
# similiar is measure through cosine and correlation  
# k- nearest-neighbours identify  
Model\_Recommendation\_UBCF <- Recommender(data = Train\_data, method = "UBCF",  
 parameter = list(method="Cosine", nn = 25)) # UBCF recommendation model  
Model\_Recommendation\_UBCF # check recommendation information

## Recommender of type 'UBCF' for 'realRatingMatrix'   
## learned using 266 users.

class(Model\_Recommendation\_UBCF) # check class of recommendation model

## [1] "Recommender"  
## attr(,"package")  
## [1] "recommenderlab"

model\_info\_UBCF <- getModel(Model\_Recommendation\_UBCF)   
model\_info\_UBCF$description # model description

## [1] "UBCF-Real data: contains full or sample of data set"

model\_info\_UBCF$nn # nn = 30

## [1] 25

dim(model\_info\_UBCF$data) # check the dimension of similarity matrix

## [1] 266 283

no\_recommendedMovies <- 10 # max 10 movies recommend to each user  
predicted\_model\_UBCF <- predict(object = Model\_Recommendation\_UBCF, newdata = Test\_data,   
 n = no\_recommendedMovies) # apply predication  
predicted\_model\_UBCF # check predication values

## Recommendations as 'topNList' with n = 10 for 68 users.

Recommder\_matrix\_UBCF <- sapply(predicted\_model\_UBCF@items,   
 function(x){ as.integer(colnames(movies\_ratings)[x]) }) # create matrix with the recommendations for each user  
dim(Recommder\_matrix\_UBCF) # check dimension

## [1] 10 68

Recommder\_matrix\_UBCF[,1:4] # 1-4 user, column = user and row = movies items (1-10 movies)

## [,1] [,2] [,3] [,4]  
## [1,] 912 91529 1288 2797  
## [2,] 904 1193 3481 1573  
## [3,] 1079 49272 4034 2700  
## [4,] 3481 778 1246 2396  
## [5,] 778 1288 508 750  
## [6,] 2396 1246 1101 1288  
## [7,] 1101 68157 3147 1193  
## [8,] 1201 919 185 1258  
## [9,] 1225 1213 339 91529  
## [10,] 3751 4011 356 1225

noof\_items <- factor(table(Recommder\_matrix\_UBCF))  
char\_title <- "UBCF - Distribution by items"  
qplot(noof\_items) + ggtitle(char\_title) # present in graph
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noof\_items\_sorted <- sort(noof\_items, decreasing = TRUE) # sorting in desc  
noof\_items\_4top <- head(noof\_items\_sorted, n = 4) # top 4 assigned in another variable  
table\_4top <- data.frame(as.integer(names(noof\_items\_4top)),  
 noof\_items\_4top) # convert into dataframe  
table\_4top # show top 4 values

## as.integer.names.noof\_items\_4top.. noof\_items\_4top  
## 2700 2700 19  
## 49272 49272 16  
## 337 337 15  
## 750 750 14

for (i in 1:4){  
 table\_4top[i,1] <- as.character(subset(movies\_dfc,   
 movies\_dfc$movieId == table\_4top[i,1])$title)  
} # pick movie title from movie\_dfc data set  
colnames(table\_4top) <- c("title", "# items") # assign colum names  
head(table\_4top) # check rows for 4 top list

## title  
## 2700 South Park: Bigger, Longer and Uncut (1999)  
## 49272 Casino Royale (2006)  
## 337 What's Eating Gilbert Grape (1993)  
## 750 Dr. Strangelove or: How I Learned to Stop Worrying and Love the Bomb (1964)  
## # items  
## 2700 19  
## 49272 16  
## 337 15  
## 750 14

# While comparing both IBCF and UBCF, we found that distribution of movie count is higher in UBCF (Average 17 movie viewed) as  
# compared to IBCF (Average 11 movie viewed)

# Recommended System Evaluation —-

# three way to evaluate the model. Choose best performing model among them and then optimize parameter if needed  
# 1) split the data into training (80%) and testing (20%)  
# 2) bootstrapping  
# 3) k-fold   
  
# 1) splitting data set  
min(rowCounts(movies\_ratings)) # find minimum number of items rated by user to ensure item is rated

## [1] 9

training\_Percentage <- 0.8  
items\_to\_recommend <- 6 # # of items to be recommended  
  
ratings\_threshold <- 3.5 # set minimum Rating threshold consider to be good  
noof\_evaluation <- 1 # set 1 time to run evaulation  
  
evaluation\_Matrix <- evaluationScheme(data = movies\_ratings,method = "split",   
 train = training\_Percentage, given = items\_to\_recommend,  
 goodRating = ratings\_threshold, k = noof\_evaluation) # system evaluation  
  
evaluation\_Matrix # show evaluation parameter

## Evaluation scheme with 6 items given  
## Method: 'split' with 1 run(s).  
## Training set proportion: 0.800  
## Good ratings: >=3.500000  
## Data set: 334 x 283 rating matrix of class 'realRatingMatrix' with 26739 ratings.

getData(evaluation\_Matrix, "train") # training matrix information

## 267 x 283 rating matrix of class 'realRatingMatrix' with 21834 ratings.

getData(evaluation\_Matrix, "known") # set with the items used to build the recommendations

## 67 x 283 rating matrix of class 'realRatingMatrix' with 402 ratings.

getData(evaluation\_Matrix, "unknown") # set with the items used to test the recommendations

## 67 x 283 rating matrix of class 'realRatingMatrix' with 4503 ratings.

qplot(rowCounts(getData(evaluation\_Matrix, "unknown")), xlab="unknown", ylab="user") +   
 geom\_histogram(binwidth = 10) +   
 ggtitle("unknown items by the users") # present in graph shows about majority of unknown items by user

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# 2) bootstrapping the data

# In this splitting method, possibility is that same user may be a sample user in test set based on the same size of training data set and other parameters  
  
evaluation\_Matrix <- evaluationScheme(data = movies\_ratings, method = "bootstrap",   
 train = training\_Percentage, given = items\_to\_recommend,  
 goodRating = ratings\_threshold, k = noof\_evaluation) # system evaluation  
  
evaluation\_Matrix # show evaluation parameter

## Evaluation scheme with 6 items given  
## Method: 'bootstrap' with 1 run(s).  
## Training set proportion: 0.800  
## Good ratings: >=3.500000  
## Data set: 334 x 283 rating matrix of class 'realRatingMatrix' with 26739 ratings.

getData(evaluation\_Matrix, "train") # training matrix information

## 267 x 283 rating matrix of class 'realRatingMatrix' with 20512 ratings.

getData(evaluation\_Matrix, "known") # set with the items used to build the recommendations

## 155 x 283 rating matrix of class 'realRatingMatrix' with 930 ratings.

getData(evaluation\_Matrix, "unknown") # set with the items used to test the recommendations

## 155 x 283 rating matrix of class 'realRatingMatrix' with 11729 ratings.

qplot(rowCounts(getData(evaluation\_Matrix, "unknown")), xlab="unknown", ylab="user") +   
 geom\_histogram(binwidth = 10) +   
 ggtitle("unknown items by the users") # present in graph shows about majority of unknown items by user

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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train\_table <- table(evaluation\_Matrix@runsTrain[[1]]) # generate training table  
  
noof\_repetitions <- factor(as.vector(train\_table))  
qplot(noof\_repetitions, xlab="repetitions", ylab="user") +   
 ggtitle("# of repetitions in the training set") # mostly user are repeated in training set as a sample
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# 3) k-fold (cross-validation)

# more accurate approach using average (weight) accuracy.  
# Data is split into different chunk. take out testing data from one chunk  
# and then evaluate the accuracy. same thing for another chunk. finally compute   
# all chunk accuracy by using average (weight) method.  
  
  
noof\_fold <- 5 # set the K fold parameter  
  
evaluation\_Matrix <- evaluationScheme(data = movies\_ratings, method = "cross-validation",   
 given = items\_to\_recommend,  
 goodRating = ratings\_threshold,  
 k = noof\_fold) # system evaluation  
  
evaluation\_Matrix # show evaluation parameter

## Evaluation scheme with 6 items given  
## Method: 'cross-validation' with 5 run(s).  
## Good ratings: >=3.500000  
## Data set: 334 x 283 rating matrix of class 'realRatingMatrix' with 26739 ratings.

getData(evaluation\_Matrix, "train") # training matrix information

## 264 x 283 rating matrix of class 'realRatingMatrix' with 21201 ratings.

getData(evaluation\_Matrix, "known") # set with the items used to build the recommendations

## 70 x 283 rating matrix of class 'realRatingMatrix' with 420 ratings.

getData(evaluation\_Matrix, "unknown") # set with the items used to test the recommendations

## 70 x 283 rating matrix of class 'realRatingMatrix' with 5118 ratings.

qplot(rowCounts(getData(evaluation\_Matrix, "unknown")), xlab="unknown", ylab="user") +   
 geom\_histogram(binwidth = 10) +   
 ggtitle("unknown items by the users") # present in graph shows about majority of unknown i

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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size\_sets <- sapply(evaluation\_Matrix@runsTrain, length)  
size\_sets # using 5-fold method, we get 5 sets of the same size

## [1] 264 264 264 264 264

# Ratings Evaluation

# As K-fold approach is accurate then we build IBCF (Item\_based) model and find prediction ratings  
  
evaluation\_Matrix <- evaluationScheme(data = movies\_ratings,  
 method = "cross-validation",   
 given = items\_to\_recommend,  
 goodRating = ratings\_threshold,  
 k = noof\_fold) # system evaluation  
  
evaluate\_model <- "IBCF" # item-based calloborative filtering  
parameters\_model <- NULL  
  
  
Model\_Recommendation\_Evaluation <- Recommender(data = getData(evaluation\_Matrix, "train"),  
 method = evaluate\_model,  
 parameter = parameters\_model) # Model recommendation based on K-fold  
Model\_Recommendation\_Evaluation # check recommendation information

## Recommender of type 'IBCF' for 'realRatingMatrix'   
## learned using 264 users.

class(Model\_Recommendation\_Evaluation) # check class of recommendation model

## [1] "Recommender"  
## attr(,"package")  
## [1] "recommenderlab"

no\_recommendedMovies <- 10 # max 10 movies recommend to each user  
predicted\_model\_Evaluation <- predict(object = Model\_Recommendation\_Evaluation,  
 newdata = getData(evaluation\_Matrix, "known"),  
 type = "ratings",  
 n = no\_recommendedMovies) # apply predication  
predicted\_model\_Evaluation # check predication values

## 70 x 283 rating matrix of class 'realRatingMatrix' with 8482 ratings.

qplot(rowCounts(predicted\_model\_Evaluation)) +  
 geom\_histogram(binwidth = 10) +   
 ggtitle("Distribution of movies per user") # movie per user in predicted ratings

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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accuracy\_Evaluation <- calcPredictionAccuracy(x = predicted\_model\_Evaluation,   
 data = getData(evaluation\_Matrix, "unknown"),   
 byUser = TRUE) # apply rating accuracy for each user, RMSE should be lower which mean that model is better fit towards prediction values  
  
head(accuracy\_Evaluation) # check the row

## RMSE MSE MAE  
## [1,] 2.0514223 4.2083333 1.4166667  
## [2,] 1.1244004 1.2642764 0.9224619  
## [3,] 1.5752807 2.4815092 1.2098766  
## [4,] 0.7693730 0.5919348 0.6440562  
## [5,] 0.7471777 0.5582745 0.5389679  
## [6,] 2.1181781 4.4866787 1.8374144

qplot(accuracy\_Evaluation[, "RMSE"]) +   
 geom\_histogram(binwidth = 0.1) +  
 ggtitle("Distribution of the RMSE by user") # Root mean square erros

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

## Warning: Removed 1 rows containing non-finite values (stat\_bin).  
  
## Warning: Removed 1 rows containing non-finite values (stat\_bin).
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accuracy\_Evaluation <- calcPredictionAccuracy(x = predicted\_model\_Evaluation,   
 data = getData(evaluation\_Matrix, "unknown"),   
 byUser = FALSE) # apply rating accuracy for each user, RMSE should be lower which mean that model is better fit towards prediction values  
head(accuracy\_Evaluation) # check accuracy of whole model

## RMSE MSE MAE   
## 1.3005508 1.6914324 0.9683621

# Evaluating the recommendations

# another way to measure the accuracy is positive rating.  
# and set the N (# of items) in parameters to evaluate performance  
  
Model\_results <- evaluate(x = evaluation\_Matrix,   
 method = evaluate\_model,   
 n = seq(10, 100, 10))

## IBCF run fold/sample [model time/prediction time]  
## 1 [0.16sec/0.01sec]   
## 2 [0.18sec/0.04sec]   
## 3 [0.11sec/0.01sec]   
## 4 [0.17sec/0.05sec]   
## 5 [0.18sec/0.04sec]

head(getConfusionMatrix(Model\_results)[[1]]) # get confusion Matrix

## TP FP FN TN precision recall TPR  
## 10 2.185714 7.671429 57.60000 209.5429 0.2217391 0.04009824 0.04009824  
## 20 3.957143 15.757143 55.82857 201.4571 0.2007246 0.06982816 0.06982816  
## 30 6.214286 23.357143 53.57143 193.8571 0.2101449 0.10704157 0.10704157  
## 40 8.357143 30.928571 51.42857 186.2857 0.2138889 0.14353582 0.14353582  
## 50 10.414286 38.585714 49.37143 178.6286 0.2143961 0.17680596 0.17680596  
## 60 12.028571 46.657143 47.75714 170.5571 0.2072797 0.20218788 0.20218788  
## FPR  
## 10 0.03575769  
## 20 0.07355627  
## 30 0.10827639  
## 40 0.14317014  
## 50 0.17813916  
## 60 0.21539312

columns\_to\_sum <- c("TP", "FP", "FN", "TN") # column name assigned  
indices\_summed <- Reduce("+", getConfusionMatrix(Model\_results))[, columns\_to\_sum]  
head(indices\_summed)

## TP FP FN TN  
## 10 9.014286 40.12857 270.1571 1065.7000  
## 20 18.942857 79.34286 260.2286 1026.4857  
## 30 28.985714 118.32857 250.1857 987.5000  
## 40 38.657143 157.35714 240.5143 948.4714  
## 50 48.214286 196.34286 230.9571 909.4857  
## 60 57.400000 235.11429 221.7714 870.7143

plot(Model\_results, annotate = TRUE, main = "ROC curve") # Plot ROC graph
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plot(Model\_results, "prec/rec", annotate = TRUE, main = "Precision-recall") # checking precision /recall curves [small % of movie recommended then precision is lower and higher % of rated movies recommended than recall is higher]
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# Comparing all recommendation models —-

# pick all recommendation model and then set N = # of recommend movies in sequence (10, 100, 10)  
evaluate\_model\_Complex <- list(  
IBCF\_cos = list(name = "IBCF",   
 param = list(method = "cosine")), # using the Cosine as the distance function  
IBCF\_Pearson = list(name = "IBCF",   
 param = list(method = "pearson")), # using the Pearson correlation as the distance functio  
UBCF\_cos = list(name = "UBCF",   
 param = list(method = "cosine")), # using the Cosine as the distance function  
UBCF\_Person = list(name = "UBCF",   
 param = list(method = "pearson")), # using the Pearson correlation as the distance functio  
random = list(name = "RANDOM", param=NULL) #Random recommendations to have a base line  
)  
  
  
noof\_recommendations <- c(1, 5, seq(10, 100, 10))  
  
list\_results <- evaluate(x = evaluation\_Matrix,   
 method = evaluate\_model\_Complex,   
 n = noof\_recommendations) # compare all model

## IBCF run fold/sample [model time/prediction time]  
## 1 [0.17sec/0.02sec]   
## 2 [0.17sec/0.05sec]   
## 3 [0.11sec/0.01sec]   
## 4 [0.1sec/0.02sec]   
## 5 [0.11sec/0.03sec]   
## IBCF run fold/sample [model time/prediction time]  
## 1 [0.14sec/0.03sec]   
## 2 [0.14sec/0.02sec]   
## 3 [0.14sec/0.01sec]   
## 4 [0.14sec/0.05sec]   
## 5 [0.23sec/0.03sec]   
## UBCF run fold/sample [model time/prediction time]  
## 1 [0sec/0.1sec]   
## 2 [0sec/0.08sec]   
## 3 [0sec/0.17sec]   
## 4 [0.02sec/0.17sec]   
## 5 [0sec/0.2sec]   
## UBCF run fold/sample [model time/prediction time]  
## 1

## Timing stopped at: 0.05 0 0.05

## Error in neighbors[, x] : incorrect number of dimensions  
## RANDOM run fold/sample [model time/prediction time]  
## 1 [0sec/0.04sec]   
## 2 [0sec/0.03sec]   
## 3 [0sec/0.03sec]   
## 4 [0sec/0.05sec]   
## 5 [0sec/0.03sec]

## Warning in .local(x, method, ...):   
## Recommender 'UBCF\_Person' has failed and has been removed from the results!

sapply(list\_results, class) == "evaluationResults"

## IBCF\_cos IBCF\_Pearson UBCF\_cos random   
## TRUE TRUE TRUE TRUE

avg\_matrices <- lapply(list\_results, avg)  
head(avg\_matrices$IBCF\_cos[, 5:8])

## precision recall TPR FPR  
## 1 0.1716234 0.003523115 0.003523115 0.003737755  
## 5 0.1808910 0.019946014 0.019946014 0.018644773  
## 10 0.1834784 0.038384059 0.038384059 0.036994671  
## 20 0.1927600 0.075296582 0.075296582 0.072754739  
## 30 0.1967815 0.111026078 0.111026078 0.107972428  
## 40 0.1974086 0.144504387 0.144504387 0.143338987

# Identifying the most suitable model —-

# compare all model graph by displaying ROC and Precision/Recall curves  
# chart shows highest ROC is IBCF with Pearson technique.   
  
plot(list\_results, annotate = 1, legend = "topleft")   
title("ROC curve")
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plot(list\_results, "prec/rec", annotate = 1, legend = "bottomright")  
title("Precision-recall")
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# Optimizing a numeric parameter —-

# for optimizing values, set the K-closes items range from 5 and 50  
  
K\_closestItems <- c(5, 10, 20, 30, 40, 50)  
  
models\_to\_evaluate <- lapply(K\_closestItems, function(k){  
 list(name = "IBCF",  
 param = list(method = "cosine", k = k))  
})  
names(models\_to\_evaluate) <- paste0("IBCF\_k\_", K\_closestItems)  
  
  
  
noof\_recommendations <- c(1, 5, seq(10, 100, 10))  
  
list\_results <- evaluate(x = evaluation\_Matrix,   
 method = models\_to\_evaluate,   
 n = noof\_recommendations) # compare all model

## IBCF run fold/sample [model time/prediction time]  
## 1 [0.21sec/0.03sec]   
## 2 [0.14sec/0.01sec]   
## 3 [0.18sec/0.03sec]   
## 4 [0.09sec/0.02sec]   
## 5 [0.15sec/0.03sec]   
## IBCF run fold/sample [model time/prediction time]  
## 1 [0.14sec/0.01sec]   
## 2 [0.17sec/0.01sec]   
## 3 [0.12sec/0.02sec]   
## 4 [0.11sec/0.01sec]   
## 5 [0.11sec/0.01sec]   
## IBCF run fold/sample [model time/prediction time]  
## 1 [0.14sec/0.03sec]   
## 2 [0.19sec/0.04sec]   
## 3 [0.18sec/0.03sec]   
## 4 [0.18sec/0.04sec]   
## 5 [0.15sec/0.02sec]   
## IBCF run fold/sample [model time/prediction time]  
## 1 [0.17sec/0.03sec]   
## 2 [0.17sec/0.03sec]   
## 3 [0.17sec/0.03sec]   
## 4 [0.19sec/0.03sec]   
## 5 [0.19sec/0.03sec]   
## IBCF run fold/sample [model time/prediction time]  
## 1 [0.19sec/0.03sec]   
## 2 [0.16sec/0.03sec]   
## 3 [0.14sec/0.03sec]   
## 4 [0.17sec/0.03sec]   
## 5 [0.19sec/0.03sec]   
## IBCF run fold/sample [model time/prediction time]  
## 1 [0.19sec/0.03sec]   
## 2 [0.17sec/0.05sec]   
## 3 [0.19sec/0.03sec]   
## 4 [0.21sec/0.03sec]   
## 5 [0.19sec/0.01sec]

plot(list\_results, annotate = 1, legend = "topleft")   
title("ROC curve")
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plot(list\_results, "prec/rec", annotate = 1, legend = "bottomright")  
title("Precision-recall")
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# Based on the ROC curve's plot, the k having the biggest AUC is 50  
#items which recomend to user as compared to precision/recalls same 50 items are so high for recalls  
 #precision/recall